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Задание

1. Выберите набор данных (датасет) для решения задачи классификации или регресии.
2. В случае необходимости проведите удаление или заполнение пропусков и кодирование категориальных признаков.
3. С использованием метода train\_test\_split разделите выборку на обучающую и тестовую.
4. Обучите 1) одну из линейных моделей, 2) SVM и 3) дерево решений. Оцените качество моделей с помощью трех подходящих для задачи метрик. Сравните качество полученных моделей.
5. Произведите для каждой модели подбор одного гиперпараметра с использованием GridSearchCV и кросс-валидации.
6. Повторите пункт 4 для найденных оптимальных значений гиперпараметров. Сравните качество полученных моделей с качеством моделей, полученных в пункте 4.

**Код программы**

import pandas as pd

import numpy as np

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import classification\_report

from sklearn.metrics import accuracy\_score, recall\_score, f1\_score

from sklearn.metrics import make\_scorer

from sklearn.model\_selection import GridSearchCV

import matplotlib.pyplot as plt

from sklearn.linear\_model import LogisticRegression

from sklearn.svm import SVC

from sklearn.tree import DecisionTreeClassifier

data = pd.read\_csv('data/heart.csv', sep=',')

data.head()
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data.isnull().sum()

OUT: age 0

sex 0

cp 0

trestbps 0

chol 0

fbs 0

restecg 0

thalach 0

exang 0

oldpeak 0

slope 0

ca 0

thal 0

target 0

dtype: int64

X = data.loc[:, data.columns != 'target']

X.head()

![vd](data:image/png;base64,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)

Y = data['target']

Y.head()

OUT: 0 1

1 1

2 1

3 1

4 1

Name: target, dtype: int64

X\_train, X\_test, y\_train, y\_test = train\_test\_split(

X, Y, test\_size = 0.2, random\_state = 1)

X\_train.shape, y\_train.shape

OUT: ((242, 13), (242,))

X\_test.shape, y\_test.shape

OUT: ((61, 13), (61,))

logistic = LogisticRegression()

logistic.fit(X\_train, y\_train)

logistic\_y\_test = logistic.predict(X\_test)

classification\_report(y\_test, logistic\_y\_test, output\_dict=True)["0"], \

classification\_report(y\_test, logistic\_y\_test, output\_dict=True)["1"]

OUT: ({'precision': 0.8,

'recall': 0.6666666666666666,

'f1-score': 0.7272727272727272,

'support': 30},

{'precision': 0.7222222222222222,

'recall': 0.8387096774193549,

'f1-score': 0.7761194029850746,

'support': 31})

svc = SVC(kernel="rbf", C=0.5)

svc.fit(X\_train, y\_train)

OUT: SVC(C=0.5, cache\_size=200, class\_weight=None, coef0=0.0,

decision\_function\_shape='ovr', degree=3, gamma='auto\_deprecated',

kernel='rbf', max\_iter=-1, probability=False, random\_state=None,

shrinking=True, tol=0.001, verbose=False)

svc\_y\_test = svc.predict(X\_test)

svc\_y\_test

OUT: array([1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1,

1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1,

1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1], dtype=int64)

classification\_report(y\_test, svc\_y\_test, output\_dict=True)["0"], \

classification\_report(y\_test, svc\_y\_test, output\_dict=True)["1"]

OUT: ({'precision': 0.0, 'recall': 0.0, 'f1-score': 0.0, 'support': 30},

{'precision': 0.5081967213114754,

'recall': 1.0,

'f1-score': 0.673913043478261,

'support': 31})

# при помощи решетчатого поиска и кросс-валидации найдем оптимальное значение гиперпараметра C

scoring = {

'recall': make\_scorer(recall\_score),

'f1': make\_scorer(f1\_score),

'accuracy': make\_scorer(accuracy\_score)

}

svc\_n\_range = [i/10 for i in np.array(range(1, 10, 1))]

svc\_tuned\_parameters = [{'C': svc\_n\_range}]

svc\_tuned\_parameters

OUT: [{'C': [0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9]}]

svc\_gs = GridSearchCV(SVC(kernel="rbf"), svc\_tuned\_parameters, cv=5, scoring=scoring, refit='f1')

svc\_gs.fit(X\_train, y\_train)

OUT: GridSearchCV(cv=5, error\_score='raise-deprecating',

estimator=SVC(C=1.0, cache\_size=200, class\_weight=None, coef0=0.0,

decision\_function\_shape='ovr', degree=3, gamma='auto\_deprecated',

kernel='rbf', max\_iter=-1, probability=False, random\_state=None,

shrinking=True, tol=0.001, verbose=False),

fit\_params=None, iid='warn', n\_jobs=None,

param\_grid=[{'C': [0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9]}],

pre\_dispatch='2\*n\_jobs', refit='f1', return\_train\_score='warn',

scoring={'recall': make\_scorer(recall\_score), 'f1': make\_scorer(f1\_score), 'accuracy': make\_scorer(accuracy\_score)},

verbose=0)

# лучшая модель

best\_svc = svc\_gs.best\_estimator\_

best\_svc

OUT: SVC(C=0.1, cache\_size=200, class\_weight=None, coef0=0.0,

decision\_function\_shape='ovr', degree=3, gamma='auto\_deprecated',

kernel='rbf', max\_iter=-1, probability=False, random\_state=None,

shrinking=True, tol=0.001, verbose=False)

# лучшее f1

svc\_gs.best\_score\_

OUT: 0.7127554565117651

# лучшее k

svc\_gs.best\_params\_

OUT: {'C': 0.1}

# на начальном разбиении проверим метрики при новом значении c

best\_svc.fit(X\_train, y\_train)

predicted\_best\_svc = best\_svc.predict(X\_test)

predicted\_best\_svc

OUT: array([1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1,

1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1,

1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1], dtype=int64)

classification\_report(y\_test, predicted\_best\_svc, output\_dict=True)["0"], \

classification\_report(y\_test, predicted\_best\_svc, output\_dict=True)["1"]

OUT: ({'precision': 0.0, 'recall': 0.0, 'f1-score': 0.0, 'support': 30},

{'precision': 0.5081967213114754,

'recall': 1.0,

'f1-score': 0.673913043478261,

'support': 31})

tree = DecisionTreeClassifier(random\_state=1, max\_depth=5)

tree.fit(X\_train, y\_train)

OUT: DecisionTreeClassifier(class\_weight=None, criterion='gini', max\_depth=5,

max\_features=None, max\_leaf\_nodes=None,

min\_impurity\_decrease=0.0, min\_impurity\_split=None,

min\_samples\_leaf=1, min\_samples\_split=2,

min\_weight\_fraction\_leaf=0.0, presort=False, random\_state=1,

splitter='best')

tree\_y\_test = tree.predict(X\_test)

tree\_y\_test

OUT: array([0, 1, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1, 0, 1, 1, 1, 0, 1, 0, 1, 1,

1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 0, 0, 0, 1, 1, 0, 0, 1, 0, 0, 0,

0, 1, 0, 0, 1, 0, 1, 1, 1, 1, 1, 1, 0, 0, 0, 0, 0], dtype=int64)

classification\_report(y\_test, tree\_y\_test, output\_dict=True)["0"], \

classification\_report(y\_test, tree\_y\_test, output\_dict=True)["1"]

OUT: ({'precision': 0.7, 'recall': 0.7, 'f1-score': 0.7, 'support': 30},

{'precision': 0.7096774193548387,

'recall': 0.7096774193548387,

'f1-score': 0.7096774193548389,

'support': 31})

# при помощи решетчатого поиска и кросс-валидации найдем оптимальное значение гиперпараметра C

tree\_n\_range = np.array(range(1, 20))

tree\_tuned\_parameters = [{'max\_depth': tree\_n\_range}]

tree\_tuned\_parameters

OUT: [{'max\_depth': array([ 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17,

18, 19])}]

tree\_gs = GridSearchCV(DecisionTreeClassifier(random\_state=1), tree\_tuned\_parameters, cv=5, scoring=scoring, refit='f1')

tree\_gs.fit(X\_train, y\_train)

OUT: GridSearchCV(cv=5, error\_score='raise-deprecating',

estimator=DecisionTreeClassifier(class\_weight=None, criterion='gini', max\_depth=None,

max\_features=None, max\_leaf\_nodes=None,

min\_impurity\_decrease=0.0, min\_impurity\_split=None,

min\_samples\_leaf=1, min\_samples\_split=2,

min\_weight\_fraction\_leaf=0.0, presort=False, random\_state=1,

splitter='best'),

fit\_params=None, iid='warn', n\_jobs=None,

param\_grid=[{'max\_depth': array([ 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17,

18, 19])}],

pre\_dispatch='2\*n\_jobs', refit='f1', return\_train\_score='warn',

scoring={'recall': make\_scorer(recall\_score), 'f1': make\_scorer(f1\_score), 'accuracy': make\_scorer(accuracy\_score)},

verbose=0)

# лучшая модель

best\_tree = tree\_gs.best\_estimator\_

best\_tree

OUT: DecisionTreeClassifier(class\_weight=None, criterion='gini', max\_depth=4,

max\_features=None, max\_leaf\_nodes=None,

min\_impurity\_decrease=0.0, min\_impurity\_split=None,

min\_samples\_leaf=1, min\_samples\_split=2,

min\_weight\_fraction\_leaf=0.0, presort=False, random\_state=1,

splitter='best')

# лучшее значение f1

tree\_gs.best\_score\_

OUT: 0.8615494578662056

# на начальном разбиении проверим метрики при новом значении c

best\_tree.fit(X\_train, y\_train)

predicted\_best\_tree = best\_tree.predict(X\_test)

predicted\_best\_tree

OUT: array([0, 1, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1, 0, 1, 1, 1, 0, 1, 0, 1, 0,

1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 0, 0, 0, 1, 0, 0, 0, 1, 0, 0, 0,

0, 1, 0, 0, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 0, 0], dtype=int64)

classification\_report(y\_test, predicted\_best\_tree, output\_dict=True)["0"], \

classification\_report(y\_test, predicted\_best\_tree, output\_dict=True)["1"]

OUT: ({'precision': 0.7666666666666667,

'recall': 0.7666666666666667,

'f1-score': 0.7666666666666667,

'support': 30},

{'precision': 0.7741935483870968,

'recall': 0.7741935483870968,

'f1-score': 0.7741935483870968,

'support': 31})

# таким образом из трех моделей лучший результат показал метод Логистической регрессии

classification\_report(y\_test, logistic\_y\_test, output\_dict=True)["0"], \

classification\_report(y\_test, logistic\_y\_test, output\_dict=True)["1"]

OUT: ({'precision': 0.8,

'recall': 0.6666666666666666,

'f1-score': 0.7272727272727272,

'support': 30},

{'precision': 0.7222222222222222,

'recall': 0.8387096774193549,

'f1-score': 0.7761194029850746,

'support': 31})